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Abstract: Teaching and learning operating system (OS) design is a core part 
of computer science education, which is highly demanding for both teaching 
and learning. This paper presents a tool-centric framework that aims at 
enhancing teaching operating system design for undergraduate students 
in computer science. The framework integrates multiple educational tools 
and methodologies with the aim of making the course more appealing for 
students while improving their comprehension and hands-on experience 
in OS design. The proposed framework extends existing educational 
theories and practices by focusing on aspects such as computational 
thinking, collaborative learning, and gamification in the learning process. 
The theoretical basics of this framework, the practical use of such a 
framework, and the expected influence on students’ learning outcome will 
be further explained in this paper. Empirical evidence, detailed examples 
and comparisons with existing frameworks underscore its potential impact 
on student learning outcomes.
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1.0	 INTRODUCTION

Operating systems represent the core of computer functionality; controlling 
hardware resources and providing essential services for application 
software. Therein lies such a significant complexity in the design of an OS, 
ranging from process management to memory management, file systems, 
security protocols, among others. Teaching such concepts requires multiple 
approaches in view of the diverse learning styles and backgrounds typical of 
students. Most traditional pedagogical approaches hardly engage students 
and deepen their conceptual understanding of such complex concepts. 
Research indicates that students often struggle with abstract concepts in 
OS design, leading to a lack of confidence and motivation (Gesing et al., 
2022; Zahir, 2024). This paper presents a tool-centric framework that 
leverages modern educational technologies and methodologies in enriching 
the teaching and learning of OS design. The framework’s novelty lies in its 
systematic incorporation of computational thinking, collaborative learning, 
and gamification, offering an engaging and effective learning experience.

2.0	 PROBLEM STATEMENT

While traditional approaches often leave students disengaged and struggling 
with abstract ideas, the  increasing complexity of operating systems concepts 
necessitates innovative teaching strategies that can simplify and clarify core 
concepts.  Research indicates that integrating tools that support collaborative 
learning can significantly enhance educational outcomes in computer science 
(Gesing et al., 2022; Zahir, 2024). For instance, Anohah (2016) emphasizes 
that pedagogical principles must form the foundation for the inclusion of 
features in learning management systems, which can be adapted to create a 
more engaging learning environment for OS design. Furthermore, the use of 
simulation tools allows students to visualize and manipulate OS concepts, 
making abstract ideas more tangible (Weitl-Harms, 2023). By adopting a 
tool-centric approach, educators can provide students with access to a variety 
of resources, including simulation tools, collaborative coding environments, 
and gamified learning platforms.
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3.0	 OBJECTIVE 

Objective 1: To propose  a tool-centric framework for teaching operating  
	 system design to undergraduate computer science student.
Objective 2: To explore the theoretical foundations of the framework, its  
	 practical usage, and the expected impact on students’ learning  
	 outcomes

4.0	 INTEGRATING COMPUTATIONAL THINKING  

Computational thinking (CT) is a critical skill in computer science education, 
and involves problem-solving, algorithmic thinking, and system design. For 
effective integration of CT in OS design education, unplugged activities 
may prepare better conceptual development before the effective use of 
technology. (Peel et al., 2022). This approach aligns with findings by 
Kharb (2023) , who identifies that logical and operational thinking must 
be developed through practical activities. This type of activity  involves 
students in the conceptual issues of OS design and encourages them to also 
indulge in deeper abstract work.  Additionally, frameworks that support 
the integration of CT into science education can be adapted to OS design, 
providing a structured approach to teaching complex topics (Cabrera et al., 
2023). Real examples can be used to help students visualize some of the 
ways in which an operating system utilizes the resources. For example, the 
theoretical material regarding resource management by an operating system 
may be illustrated better using real-life examples of such operating system 
resource management.

4.1	  GAMIFICATION AS A LEARNING TOOL

Gamification is one of the successful learning strategies widely used in 
modern learning/teaching methods to encourage students and raise their 
motivation to learn. In an example related to computer science students, 
elements of gamification have been combined with the ZORQ framework to 
make learning more playful for them. The ZORQ framework, for instance, 
utilizes gamification elements to create an interactive learning environment 
for computer science students (Weitl-Harms, 2023). Game-based learning 
can make the OS design courses even more dynamic and engaging by 
showing students there is a way to experiment with OS concepts in a risk-free 
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environment. Gamification, as various studies prove, tends to make better 
learning outcomes and increase student satisfaction (Awada et al., 2020). 
Furthermore, the Scalable Game Design curriculum provides a chance to 
explore ways in which game design might contribute to computer science 
education by enhancing computational thinking skills (Webb et al., 2015). 
By introducing different tools-merit boards, badges, and challenges-into 
the learning process, a teacher encourages students to be responsible for 
their learning and builds up both competitive spirit within them and a 
collaborative learning environment.

4.2	 COLLABORATIVE LEARNING ENVIRONMENTS

Collaborative learning environments, particularly those supported by 
computer-mediated communication, have been found to foster student 
learning in subjects of STEM. Evidence provided by Zahir (2024), and 
“The Efficacy of Students’ Knowledge Construction Process in Computer-
Supported Collaborative Learning (CSCL) Environment: A Malaysian 
View” (2023) affirms this notion. The CSCL approach maintains that 
collaboration, technology, and pedagogy are the triplet bases for facilitating 
effective learning experiences. Generally, designing the OS course with 
a collaborative project and peer-to-peer learning increases that sense of 
community in which students feel supported by others and encouraged 
to share knowledge in their learning journey. This also aligns with the 
findings from Goode et al. (2020), who indicated that equity-focused 
teacher professional development is an important factor for driving inclusive 
environments in learning. Collaborative learning not only increases the level 
of OS concept understanding, but also develops essential soft skills such 
as teamwork and communication, which are critical in the tech industry.

4.3	 PRACTICAL APPLICATIONS OF THE FRAMEWORK

The proposed tool-centric framework can be implemented through a 
series of practical applications which relate to the core components of 
OS design. With such process scheduling algorithms, students are able to 
derive insight using the simulation tools, playing with different strategies by 
observing in real-time the results of their application. Group projects may 
make use of interactive coding platforms where students will be designing 
and implementing simplified operating systems, thereby reinforcing their 
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learning through putting key concepts into practice. The Lab4CE is an 
example of a remote laboratory that may be used in practical computer 
science to enhance engagement (Broisin et al., 2015). By providing students 
with access to real-world tools and environments, educators can bridge the 
gap between theory and practice, preparing students for future careers in 
technology.

4.4	 ASSESSMENT AND FEEDBACK MECHANISMS

Effective assessment strategies are crucial for evaluating student learning 
and providing constructive feedback. The framework incorporates various 
assessment methods, including peer assessments, self-reflections, and 
project-based evaluations, to ensure a comprehensive evaluation of student 
performance (Pasterk et al., 2019). By utilizing a variety of assessment tools, 
educators can gain insights into student understanding and identify areas for 
improvement, ultimately enhancing the learning experience. This approach 
is supported by the findings of Nagai et al. (2019), which emphasize 
the importance of formative assessments in developing competencies 
in computer science education. Additionally, incorporating feedback 
mechanisms that allow for continuous improvement can help students take 
ownership of their learning and foster a growth mindset.

4.5	 PROPOSED TOOL-CENTRIC FRAMEWORK FOR  
	 TEACHING OS DESIGN

Figure 1 shows the tool-centric framework for teaching operating system 
design. The framework consists of 8 main steps: identifying learning 
objectives, integrating educational tools and methodologies, integrating 
computational  thinking, collaborative learning, gamification elements, 
student-centered learning process, evaluation and assessment, and improving 
the understanding of operating system design. 
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Figure 1: Tool-Centric Framework for Teaching OS Design

This shows a structured framework with the key components and their 
relationships.

1. Identify Learning Objectives:
Define specific learning goals, such as understanding OS concepts (e.g., 
memory management, process scheduling) and developing computational 
thinking skills. This foundational step sets clear expectations for students 
and aligns with the overall framework.

2. Integrate Educational Tools and Methodologies:
Introduce various tools, such as simulation platforms, collaborative coding 
environments, and game-based learning elements, tailored to the OS 
curriculum. The goal here is to equip students with interactive resources 
that support active learning and hands-on practice.
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3. Computational Thinking Integration:
Use exercises that promote problem-solving, algorithmic thinking, and 
systems thinking in the context of OS design. For example, activities might 
include unplugged activities or real-world scenarios illustrating resource 
management.

4. Implement Gamification Elements:
Introduce game-based elements like leaderboards, challenges, and badges 
to boost engagement and motivation. By creating an interactive and 
competitive learning environment, gamification supports deeper exploration 
of OS concepts in a risk-free setting.

5. Collaborative Learning Focus:
Foster teamwork and knowledge sharing through peer-to-peer learning, 
group projects, and coding collaboration platforms. This collaborative 
element not only improves comprehension of OS concepts but also helps 
students develop essential soft skills.

6. Student-Centered Learning Process:
Adapt the framework to different learning styles and encourage self-paced 
learning. This approach makes the learning process more flexible, allowing 
students to engage with OS concepts in ways that suit their preferences.

7. Evaluation and Assessment:
Utilize formative assessments such as Quizzes and Practical Assignments, 
peer reviews, and self-reflections to gauge student understanding and 
provide feedback. This stage ensures students receive constructive guidance 
to improve their learning outcomes and understand areas for growth.

8. Improvement of OS Design Understanding:
Encourage an iterative process where students can revisit concepts and refine 
their skills based on feedback. This final stage supports a growth mindset, 
allowing students to deepen their understanding of OS design over time.
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4.6	 EXISTING FRAMEWORKS COMPARISON

Considering the current frameworks that exist for teaching undergraduate 
computer science students about operating systems (OS) design, approaches, 
tools, and pedagogical strategies implemented in the academic context 
have been evaluated. Below is a summary of the frameworks and methods 
traditionally in practice, plus their pros and cons.

Table 1: Summary of Framework Type for Teaching OS Design

Existing frameworks, such as ZORQ (Weitl-Harms, 2023) and Scalable 
Game Design (Repenning et al., 2015), focus on specific aspects like 
gamification or computational thinking. Unlike these, the proposed 
framework integrates multiple pedagogical strategies, providing a holistic 
approach to OS education. 
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For instance:

ZORQ Framework: Emphasizes gamification but lacks collaborative 
learning components.

Scalable Game Design: Focuses on game-based learning for computational 
thinking but does not address hands-on OS design tasks.

The proposed framework bridges these gaps by combining gamification, 
collaborative learning, and simulation tools to address diverse learning 
objectives.

4.7	 EMPIRICAL EVIDENCE

The framework’s effectiveness was evaluated through a pilot program 
involving 30 undergraduate students. Students were introduced to simulation 
tools, collaborative platforms, and gamification elements. Pre- and post-
assessments revealed a 35% improvement in comprehension scores, while 
qualitative feedback indicated increased engagement and motivation.

1.	 Case Study: A group project required students to design a simplified OS  
	 kernel using a collaborative platform. The project fostered teamwork and  
	 critical thinking, with 85% of students reporting enhanced understanding  
	 of core OS concepts.

2.	 Result and Discussion: The pilot study demonstrated that students  
	 engaged with the framework achieved deeper understanding and higher  
	 retention of OS concepts. Key findings include:

	 a. Improved Comprehension: Students demonstrated significant  
		  improvement in process management and resource allocation tasks.
	 b. Enhanced Engagement: Gamification elements, such as leaderboards  
		  and badges, motivated students to participate actively.
	 c. Skill Development: Collaborative projects improved teamwork and  
		  communication skills, essential for industry readiness.

3.	 Limitations: Limitations of the study includes limited sample size,  
	 duration of the study, and challenges in integrating the framework into  
	 existing curricula.
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4.8	 CHALLENGES AND CONSIDERATIONS

While the framework presented in this  proposal has many advantages, 
it also needs to present and address the existing or potential challenges 
that might arise with the application of this framework. Educators may 
face difficulties in integrating new technologies into existing curricula, 
particularly in institutions with limited resources. The ideal scenario would 
be that the need for equitable access of all students to the required apparatus 
and tools is guaranteed in the success of the framework. Surmounting these 
would require efficient planning and team coordination from educators, 
administrators, and providers of technology. The insights from Kulikova 
and  Yakovleva (2022) regarding pedagogical management in digital 
environments can inform strategies for overcoming these obstacles. 
Furthermore, ongoing professional development for educators is crucial to 
ensure they are equipped to effectively implement the framework and adapt 
to evolving educational technologies.

5.0	 CONCLUSION

The proposed tool-centric framework in teaching operating system design to 
undergraduate computer science students is an unprecedented step forward 
in educational methodology. This should integrate active and collaborative 
learning with gamification and computational thinking to further increase 
student motivation and elicit deep understanding of the more difficult 
operating system concepts. While computer science continues to evolve, 
innovative methodologies by educators also must do so, which in turn will 
provide students with challenges they have to surmount in the future. When 
this framework is successfully implemented, it  could be the framework 
that would revolutionize a method of education in OS, with knowledgeable 
and skilled students to maneuver in a world of ever-changing technologies.
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